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Information systems are increasingly complex, especially in the enormous growth of the volume of data, different structures, different technologies, and the evolving requirements of the users. Consequently, current applications require an enormous effort of design and development. The fast-changing requirements are the main problem in creating and/or modifying conceptual data models. To improve this process, we proposed to reuse already existing knowledge for conceptual modelling. In the paper, we have analysed reusable knowledge models. We present our method for creating conceptual models from various knowledge models.
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1 Introduction

Most of information systems analysts have at least once considered how many times they have to analyse the same problems, create and design the same things. Most of them ask, is it possible to reuse already existing knowledge? Our answer is yes. We believe that knowledge can and should be reused for information systems development. The knowledge reuse could be really of help to information systems analysts and engineers who develop information systems in one particular area for many years or have one software product line.

However, even these days, most domain knowledge is elicited from documents, experts and usually waste previous efforts, time, and resources. In this paper, we present available knowledge sources which could be reused in software engineering process,
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and we present a new approach of building conceptual models from these sources. Real world domain knowledge or, as we call it, domain ontology can bring outstanding benefits in software engineering. We already proved in [11] that ontologies can be reused for conceptual data modelling.

In this paper we are proposing a method of knowledge reuse for those who seek an efficient and quality driven approach for data structure development, data integration strategies, enterprise data models, logical data models, database design, data warehouse design, or data mart design.

The paper is organised as follows: the next chapter describes the theoretical background; in Chapter 3 we present and analyse available knowledge sources which could be reused for conceptual data modelling; and in Chapter 4 we present the method for knowledge reuse for data modelling.

2 Related Work

In this chapter we present ontology and metamodel based transformations used in our proposed method. We also discuss quality metrics which could be used for evaluation of the method and data sources.

2.1 Ontology

Computer science defines ontology as “a formal, explicit specification of a shared conceptualization” [24]. This definition is based on the idea of conceptualization: a simplified view of the world that we want to represent. Conceptualization is the process by which human mind forms an idea about part of the reality. This idea is a mental representation free of accidental properties and based on essential characteristics of the elements. Therefore, the (computer science) ontology concept is joined to a domain or mini-world, and the specification represented in ontology is concerned with that domain. In computer science, the main idea to create ontologies is to take a concrete model of the world and, through a descriptive process (function), to create an abstract model that captures its essence.

Many authors propose different ontology definitions. We accept the ontology definition proposed in [18]. Ontology defines the common terms and concepts (meanings) used to describe and represent an area of knowledge. Ontology can range in expressivity from taxonomy (knowledge with minimal hierarchy or a parent/child structure) to thesaurus (words and synonyms) to a conceptual model (with more complex knowledge), to a logical theory (with very rich, complex, consistent, and meaningful knowledge).

2.2 Metamodel-Based Transformations

The notion of model transformation is central to Model Driven Engineering. A model transformation takes as input a model that conforms to a given metamodel and produces as output another model that conforms to a given metamodel. A model transformation may also have several source models and several target models. One of the characteristics of a model transformation is that a transformation is also a model, i.e. it conforms to a given metamodel. More information on metamodels can be found in [16].
Model Driven Architecture (MDA) [17] defines three viewpoints (levels of abstraction) from which a system can be viewed. From a chosen viewpoint, a representation of a given system (viewpoint model) can be defined. These models each correspond to the viewpoint with the same name, and they are Computation Independent Model (CIM), Platform Independent Model (PIM), and Platform Specific Model (PSM). MDA is based on four-layer metamodeling architecture, and several OMG’s complementary standards. There are the meta-metamodel (M3) layer, metamodel (M2) layer, model (M1) layer, and instance (M0) layer.

We analyse ontology transformation to a data model. The mapping from OWL (ontology web language) to ER was described in [18]. However, this mapping is incomplete and it is not clear which elements from the OWL ontology are not transformed into data model. As a result, some information from OWL ontology cannot be used in data model. Metamodel-based transformations are shown in Figure 1.

![Fig. 1. Metamodel-based transformation](image)

**2.3 Quality Properties**

We have to discuss the quality properties that could be used for transformation evaluation. The paper [19] provides a list of quality properties. The main quality properties are: annotation, appropriateness, completeness, conceptual clarity, consistency, correctness, expressiveness, testability, unambiguity, understandability, verifiability. However, this list is not very useful because we need a systematic approach to quality improvements.

Another author [20] defines the following properties.

- **Legibility.** To measure legibility which expresses the ease with which a conceptual schema can be read, we propose two subcriteria, namely clarity and minimality. Clarity is a purely aesthetic criterion. It is based on the graphical arrangement of the elements composing the schema. The second sub-criterion is minimality. A schema is said to be minimal when every aspect of the requirements appears only once.
• Expressiveness. A schema is said to be expressive when it represents users requirements in a natural way.
• Simplicity. A schema is said to be simple if it contains the minimum possible constructs.
• Correctness. The property is used in a wide range of contexts leading to very different interpretations. A schema is syntactically correct when concepts are properly defined in the schema.
• Completeness. A schema is complete when it represents all relevant features of the application domain [10]. More specifically, the completeness can be measured by the degree of coverage of user’s requirements by the conceptual schema.
• Understandability. Understandability is defined as the ease with which the user can interpret the schema. This criterion is very important for the validation phase and, consequently, influences directly the measure of completeness. The understandability of a conceptual schema relies on how much modelling features are explicit.

Using these properties, we will evaluate transformation.

3 Available Domain Knowledge Sources

In this section we review and analyse available knowledge sources which could be reused for conceptual data modelling. It is very important to have good quality domain knowledge source because transformation quality straightforwardly depends on knowledge quality. Of course, the transformed model can and should be improved manually.

Information systems are increasingly complex, especially because of the enormous growth of the volume of data, different structures, different technologies, and the evolving requirements of the users. Consequently, current applications require an enormous effort of design and development. In fact, such applications require a detailed study of their fields in order to define their concepts and to determine the concepts’ relationships [10].

Knowledge models are reusable models, in other words, ‘templates’ to help jump start and/or quality assure data modelling efforts. They can be used to save time and costs on efforts to develop enterprise data models, logical data models, database, and data warehouse.

There are many books and articles written on the subject of data modelling, and most system professionals know how to model data. Actually, what they need are reusable knowledge models which could be reused for real projects and could save many hours of work [2].

If we want to get a high quality data model after transformation, the knowledge model has to be simple, correct, and complete.

If the knowledge model is not simple after the transformation, we will get a complex conceptual schema, which will have to be improved manually.

If the knowledge model is not correct, after the transformation we will get the same mistakes in the conceptual model.
If the knowledge model is not complete (at least in our domain), after the transformation we will get an incomplete conceptual model.

We propose to improve knowledge model iteratively. All mistakes noticed in the conceptual model should also be rechecked in the knowledge model. Also, if the conceptual model is incomplete, we have to add the needed information into the knowledge model. Step by step we can create a sophisticated source of knowledge. We will not discuss the creation of ontologies in this paper because this topic needs more attention and is out of the scope of this paper.

In the next chapters, we analyse different knowledge sources which could be reused for conceptual data model building, and we try to evaluate which of them is the most suitable.

The knowledge sources can be classified into three main categories – commercial (for example, IBM data model, industry data models [2]), freely available (for example, SUMO and OpenCyc), and manually created for a specific purpose.

3.1 SUMO

In this section we present SUMO domain ontology which could be used as a knowledge model. The main difference between universal models and domain ontologies is that usually ontologies are more abstract. To reuse ontology is more complicated than to reuse a universal model. However, domain ontologies are a really good knowledge source that could be reused.

SUMO is the largest free, formal ontology [1]. It contains more than 20,000 terms and 70,000 axioms if all domain ontologies are combined. SUMO consists of SUMO itself, the MId-Level Ontology (MILO), and domain ontologies (communications, countries and regions, distributed computing, economy, finance, engineering components, geography, government, military, North American industrial classification system, people, physical elements, transportation, etc). SUMO is written in the SUO-KIF language.

SUMO ontology also provides check rules. Most significantly, SUMO ontology is freely available for everyone. Everyone can participate in the ontology development and improvement process. Other advantage is that ontologies provide a set of rules, i.e. we can restrict the model. However, most of these ontologies do not cover all domain areas.

3.2 Cyc and OpenCyc

OpenCyc [5] is the open source version of the Cyc technology, the world’s largest and most complete general knowledge base and commonsense reasoning engine. The entire Cyc ontology contains hundreds of thousands of terms, along with millions of assertions that relate the terms to each other, forming an upper ontology, whose domain is all the human consensus about reality.

The Cyc project has been described as “one of the most controversial endeavours of the artificial intelligence history” [13]; hence, it has inevitably garnered its share of criticism.

OpenCyc is similar to full Cyc, but its knowledge base is just a few percent of the full knowledge base and its functionality is greatly reduced. Since Cyc’s success lies in
the completeness of its knowledge base, the only people who really know the extent of Cyc’s progress are Cycorp employees [4].

Furthermore, with trying to cover the entire world, Cyc becomes too enormous and abstract. The reuse of this ontology is very complicated. Some issues about Cyc reuse are discussed in [14].

3.3 Wikipedia-Based Ontologies

In recent years some communities tried to extract structured information from Wikipedia. As a result, YAGO [7], DBpedia [8], and FreeBase [9] ontologies were created. In this section we shortly introduce these ontologies.

YAGO is a huge semantic knowledge base. According to [7], YAGO contains more than 2 million entities and 20 million facts about these entities. The authors of YAGO state that YAGO has a manually confirmed accuracy of 95%.

DBpedia [8] is a knowledge base which allows to make sophisticated queries in Wikipedia, and to link other data sets on the Web to Wikipedia data. The DBpedia data set currently provides information on more than 2 million entities. Altogether, the DBpedia data set consists of 218 million pieces of information (RDF triples). The accuracy of DBpedia is not confirmed at the moment.

Freebase [9] is an open, shared database that contains structured information on millions of topics in hundreds of categories. This information is compiled from open datasets like Wikipedia, MusicBrainz, the Securities and Exchange Commission, and the CIA World Fact Book, as well as contributions from user community. The accuracy of Freebase is not confirmed at the moment.

YAGO, DBpedia, and Freebase knowledge sources are really valuable. At the moment DBpedia is the biggest Wikipedia-based ontology. The accuracy of YAGO has been confirmed.

3.4 Industry Data Models

The book [2] provides a series of industry universal data models for each phase of an enterprise’s business cycle: people and organizations, products (services or physical goods), commitments which are established between people and/or organizations, transport shipment, work efforts, invoices, budgeting and accounting, human resources management and tracking.

An industry data model or universal data model is a model that is widely applied in some industry. Sufficiently effective industry data models have been developed in banking, insurance, pharmaceuticals and other industries to reflect the strict standards applied in customer information gathering, customer privacy, consumer safety, or “just in time” manufacturing.

The authors of the book [2] claim that 60% of a data model (corporate or logical) or data warehouse design consists of common constructs that are applicable to most enterprises. This means that most data modelling or data warehouse design efforts are at some point recreating constructs that have already been built many times before in other organizations.

The authors provide nine subject areas: accounting and budgeting, human resources, invoicing and billing, orders and agreements, people and organizations, product, shipments and deliveries, web and e-commerce, work effort and project management.
In addition, several industry specific universal data models are available, including banking, investments and financial services, healthcare, insurance, manufacturing, professional services, telecommunications, and travel.

These universal data models are very useful for data modelling. However, we can reuse only the structure; these models do not contain any business rules, which also are a very important knowledge resource.

### 3.5 Commercial Data Models

There are many commercial data models which could be reused. We analysed the well-known IBM data model M1. M1 database contains the Banking Data Warehouse Model. The model is composed of an entity-relationship model for application development. It contains 910 entities and 5237 attributes.

Let us examine the ‘product’ definition of the IBM data model.

‘Product’ identifies goods and services that can be offered, sold, or purchased by the financial institution, its competitors, and other involved parties, or in which the financial institution has an interest during the normal course of its business activity; for example, ‘Product#220 (Xyz bank’s private banking residential mortgage loan)’, ‘Product #988 (personal checking account)’, ‘Product #440 (securities trading service)’. ‘Product’ has 22 attributes and 28 relationships in the model. A small part from the model is provided in Figure 2.

The IBM data model has three levels – the abstract level, the middle level, and the model level. Such organisation of the model is very convenient for reuse.

Commercial data models usually are very expensive and there are many restrictions.

### 3.6 Other Ontologies

Protégé [6] provides more than 50 domain ontologies; however, none of them can be used for conceptual data modelling because most of them contain only a few dozens of concepts and are totally immature.

WordNet is a large lexical database of English [15]. Nouns, verbs, adjectives, and adverbs are grouped into sets of cognitive synonyms (synsets) that each express a distinct concept. Synsets are interlinked by means of conceptual-semantic and lexical relations. The resulting network of meaningfully related words and concepts can be navigated with the browser. WordNet is also freely and publicly available for download. WordNet’s structure makes it a useful tool for computational linguistics and natural language processing. WordNet cannot be straightforwardly reused, but it is very useful for finding synonyms and more abstract terms.

### 4 The Proposed Approach

In the previous section we analysed available sources which could be reused for conceptual modelling. In this section we describe our method for knowledge reuse for conceptual modelling. We performed a few experiments, including reuse of knowledge from already existing resources and from the resources which were created manually.
We briefly describe the proposed method for building a conceptual model from reusable models. The method consists of four main steps.

1. Building of requirements using ontology.
2. Finding or creation of an appropriate knowledge source which can be used for transformation.
3. Transformation of the knowledge model into a specific data model with our plug in OntER. The created data model can be opened with Sybase Power Designer 12.0 tool and adapted for specific needs. Transformation rules can be found in [24].
4. The last step is the generation of the physical data model with Power Designer 12.0 for a particular database management systems (DBMS). This feature is already implemented in the original version of Power Designer 12.0.

By a simple generation procedure, the conceptual data model can be transferred to the physical data model. The physical data model adapts your design to the specifics of a DBMS and puts you well on the way to complete physical implementation.

The transformation process is shown in Figure 2.

The first experiments were carried out with the domain ontology found in Protégé site [6]. Other experiments were performed with ontology created by us. Finally, we tried to experiment with other ontologies.

![Fig. 2. The transformation process](image)

We created a requirement metamodel with the Eclipse tool (Figure 3). We also used the requirement model taken from [22]. This requirement model [21] is composed of a Function Refinement Tree (Figure 4) to specify the hierarchical decomposition of the system, a Use Case Model to specify the system communication and functionality, and Sequence Diagrams specify the required object-interactions that are necessary to realize each Use Case. The ontology is presented in Figure 5.
Fig. 3. Requirement metamodel

Fig. 4. Function Refinement Tree
Below a small piece of ontology “Enterprise” in Protégé (frames) format (defclass Supplier “someone whose business is to supply a particular service or commodity”) is provided.

(is-a Enterprise)
(role concrete)
(single-slot city
  ;+ (comment “a place (city) where supplier is located”) (type INSTANCE)
  ;+ (allowed-classes City)
  ;+ (cardinality 0 1)
  (create-accessor read-write))

(single-slot country
  ;+ (comment “country where supplier is located”) (type INSTANCE)
  ;+ (allowed-classes Country)
  ;+ (cardinality 0 1)
  (create-accessor read-write))

(single-slot name_
  ;+ (comment “name of supplier”) (type STRING)
  ;+ (cardinality 1 1)
  (create-accessor read-write))

Below the result of “Enterprise” ontology transformation into a conceptual model in Power Designer native format is provided.

( <o:Entity Id="o58">
  <a:objectID>8B135BB3-7264-4809-910F-3DD4BEFC7DE0</a:objectID>
  <a:Name>Supplier</a:Name>
  <a:Code>Supplier</a:Code>
  <a:CreationDate>1144263520</a:CreationDate>
  <a:Creator>Justas</a:Creator>
  <a:ModificationDate>1144263684</a:ModificationDate>
  <a:Modifier>Justas</a:Modifier>
  <c:Attributes>
    <o:EntityAttribute Id="o92">
      <a:objectID>07DFEFDAC-0AD3-4A1C-AE20-4AD63A6A065A</a:objectID>
      <a:CreationDate>1144263539</a:CreationDate>
      <a:Creator>Justas</a:Creator>
      <a:ModificationDate>1144263639</a:ModificationDate>
      <a:Modifier>Justas</a:Modifier>
      <c:DataItem>
        <o:DataItem Ref="o93"/>
      </c:DataItem>
    </o:EntityAttribute>
  </c:Attributes>
</o:Entity>
Below a small piece of ontology “Salary” in Protégé (OWL) format and in graphical form (Figure 5) is provided.

```owl
<owl:Class rdf:ID="WageRate">
  <rdfs:comment xml:lang="en">Wage rate is amount of money paid per unit of time or per unit of products</rdfs:comment>
  <rdfs:subClassOf>
    <owl:Class rdf:about="#Wage"/>
  </rdfs:subClassOf>
  <owl:disjointWith>
    <owl:Class rdf:ID="Quantity"/>
  </owl:disjointWith>
  <owl:disjointWith>
    <owl:Class rdf:ID="Time"/>
  </owl:disjointWith>
</owl:Class>
```

![Fig. 5. Payroll ontology](image)
Below the result of “Salary” ontology transformation into a conceptual model in Power Designer native format is provided.

( <o:Entity Id="o40">
  <a:objectID>2E0D229D-A725-4078-9EFD-D6F2F036E775</a:objectID>
  <a:Name>WageRate</a:Name>
  <a:Code>WageRate</a:Code>
  <a:CreationDate>1144314871</a:CreationDate>
  <a:Creator>Justas</a:Creator>
  <a:ModificationDate>1144314877</a:ModificationDate>
  <a:Modifier>Justas</a:Modifier>
)</p>

5 Conclusions and Future Works

We analysed available knowledge sources which could be reused for conceptual data modeling and proposed a method for knowledge reuse. The experiment showed that the proposed method is really effective. However, it is very important to have a good enough quality domain knowledge source because evaluation of the transformation process showed that quality strongly depends on the quality of the knowledge model.

After a thorough analysis of available knowledge sources, we decided that the most completed ontology is CYC. The most expressive is SUMO. However, the most suitable by all the quality properties listed in the Chapter 2 are universal and commercial data models.

Nevertheless, after series of transformations carried out, we found that many tools do not follow already accepted standards, and this situation makes research work even more difficult. We plan to extend the research work and create OWL to UML transformation in Eclipse environment with ATL language.
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